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Abstract

Geo-exchange systems allow heat pumps to be operable in colder regions where the low
efficiency of conventional heat pumps prohibit their usage. The barriers to the widespread
usage of the geo-exchange systems are as following: 1) the high costs associated with the
installation of the deep-well heat exchangers and horizontal-trench heat exchangers, 2) the
high cost of real-estate in urban/suburban areas supporting the required footprint. The
aims of this project (phases I-1II) is to increase the energy density of geo-exchange (heat)

systems resulting in reduced installation costs and land requirements.

Theoretically, by burying a fluid (water) filled tank, hosting the outdoor heat-exchanger, in
the ground and below the frost line, a stable temperature could be achieved. This provides
an optimal location for year-round heat transfer from the surrounding ground to the water

within the tank and from the water to the heat-exchanger.

The project focused on the proper instrumentation of the system (using electronic sensors,
a mini-computer, and the required coding/programming) as well as the ground-heat

source (simulation) and aimed to build upon the phases I & II.

The instrumentation of the system was achieved using appropriate electronics. The
installation of the heat belt and the insulation of the tank had no effect on the COP of the
heat pump and/or the heat transfer rate as made possible to be evaluated by the
instrumentation and the data analysis. However, the installation of the heat belt and the

insulation of the tank increased the system lockout time by ~ 14 hours.
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Improvements and iterations to this system are still required and include things such as
further increasing heat transfer in the outdoor heat exchanger, multi-domain CFD analysis
of the whole system including the ground heat as well as burying the tank and system

physically into the ground to collect real life data.
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Chapter 1. Introduction

1.1 Introduction

Very low enthalpy geothermal energy (VLEGE) is heat transfer from the ground at low
depth and low temperatures of less than 40°C [1]. The direct exchange system (also known
as direct-expansion ground source heat pump) used in this project could be classified as a
VLEGE system since it is embedded at low depth of about 3ft. The coefficient of
performance (COP) of VLEGE systems is documented to be at around four [2]. In the case of
the VLEGE systems, the temperature difference of the heat sources is not large and
independent of the seasonal variations. Also, it is known that COP of the heat pump is

inversely proportional to the temperature difference of the heat sources [3].

The purpose of this project is to investigate a geothermal heat exchange system of ~ two
cubic meters dimension with small footprint requirements. Electronic sensors
(temperature and pressure) in conjunction with a Raspberry-Pi will be used to further
collect and investigate the operational parameters of the system. The operational steps to
be carried by the Raspberry Pi are coded using Python language. The collected data will be
analyzed using MATLAB code.

1.1.1 Project Objective
To investigate the effect of the ground temp profile on the performance of the geothermal

heat exchange system based on the current setup.

1.1.2 Project Scope
This project will solely look at the initial start-up conditions focusing only on the heating
mode of the system and will run for at least 10 consecutive hours to simulate the start-up

and initial heating of a dwelling.

The prototype (including the instrumentation) will be in a lab setting rather than being
installed underground. However, the system will be insulated on 5-sides except the top to
separate the system from the lab environment. The initial /starting conditions will be of ~
4.0°C and resemble that observed in the actual environment during the cold months in

Vancouver.



1.2 Background

The following section covers the overall background of this report in the areas of ground

heat, electronic instrumentation, and MATLAB data analysis.

1.2.1 Ground Heat
The typical operation of a geothermal exchange system with heat pump in heating mode is

illustrated (Figure-1.1).

Figure 1.1- Direct Exchange Heat Pump Operation

In VLEGE system(s), the heat exchange takes place by internal fluid flowing through a
collector system also known as the buried pipes. The collectors are placed horizontally
taking on different shapes. The sizing of these collectors is based on the thermal
performance of the soil (composition, density, water content, and the depth) in which the
system is buried in. The two key soil parameters for designing a VLEGE system are the soil

temperature at the collectors depth T(z) and the ground thermal diffusivity at the depth (cz)
[2].

Thermal diffusivity-« (m?/s) is the ability of material to conduct thermal energy in relation
to the material’s capacity to store thermal energy. It is calculated through division of

thermal conductivity by density and specific heat:

k
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The ground thermal diffusivity values usually range from 1.72 x 10 m2/s to 3.0 x 10-¢ m2/s
based on the characteristics of the soil [4]. The search of the literature indicates that for a
given soil type of constant composition with different densities and/or moisture degrees
the o values range widely. Also, for a given soil and depth, depending on the rainfall a can
vary throughout the year. Therefore, it makes sense to work with average values [2]. The a
values could be estimated using tabulated data, experimentally in the laboratory setting
using a test tube sample of the soil and/or through performing a thermal response test
(TRT). TRT is the most reliable; however, most expensive method for analysis of soil

thermal properties. [5] [6] [7] and not suitable for small/residential scale projects.

1.2.2  Numerical Simulation of Vertical Ground Heat
The annual cycles of the daily average soil temperature at the surface and at depth close to
the surface follow a simple harmonic pattern that could be presented according to the

following [8]:

T soil(D,tyear) = Tmean - Tamp * exp( -\/ (T[ /(365 * O() ) * cos (21’[/365 (tyear - Lshift —

D/2./365/(t * ) )),

where:

T soil(D tyear) = Soil Temperature at depth D and Time of year

Tmean = Mean surface temperature (average air temperature). The temperature of the
ground at an infinite depth will be this temperature

Tamp = Amplitude of surface temperature [(maximum air temperature - minimum air

temperature) /2]

D = Depth below the surface (surface=0)
a = Thermal diffusivity of the ground (soil)
tyear = current time (day)

tshift = day of the year of the minimum surface temperature

Generally, it is known that the earth temperature beyond a depth of 1 meter is usually

insensitive to the diurnal cycle of air temperature and solar radiation. Also, annual



fluctuation of the earth temperature extends to a depth of about 10 meters. For example,
the temperature distribution with respect to time of the year for various depths is

calculated and tabulated based on the Kasuda formula for Nicosia, Cyprus (Figure-1.2) [9].

Figure 1.2 - Temperature variation at various depths as a function of time for Nicosia, Cyprus.

Florides and Kalogirou argue that the short-period temperature variations in winter are
prominent to a depth of approximately 0.5 m. Because of the high thermal inertia of the
soil, the temperature fluctuations at the surface of the ground are diminished as the depth
of the ground increases and the temperature at 0.25 m depth gets its highest value of the
day with a time lag of five hours compared to the maximum temperature at the depth of 0.1
m. The daily variation below the depth of 0.25 m is small and cannot be observed below the

depth of one meter [9].

1.2.3 Raspberry Pi

The Raspberry Pi(s) are a series of small single-board computers developed in the United
Kingdom by the Raspberry Pi Foundation. All Pi models feature a Broadcom system on a
chip (SoC) with an integrated ARM-compatible central processing unit (CPU) and an on-
chip graphics processing unit (GPU). Some of the related specifications can be summarized
as following: processor speed ranging from 700 MHz to 1.4 GHz for the Pi 3 Model B+; on-
board memory ranging from 256 MB to 1 GB RAM. Secure Digital (SD) cards in MicroSDHC

form factor (SDHC on early models) are used to store the operating system and program



memory. The Raspberry Pi can be accessed and operated with any other
device/component with USB capabilities such as generic USB computer keyboard and
mouse as well as USB storage, and USB to MIDI converters. The use of Raspberry Pi in both
home, industrial, and commercial automation has gained traction in the recent years due to
the low cost and relative simplicity of the system. The following is the complete list of

various Raspberry Pi models:

Table 1.1 - Various models of Raspberry Pi

The Raspberry Pi 3 B+ was used for this project. The following are the related

specifications for the system:

e 1.4 GHz 64-bit Quad-Core Processor,

e 1GBRAM

e Dual band 2.4HGz and 5GHz IEEE 802.11.b/g/n/ac wireless LAN
The Raspberry Pi Foundation provides Raspbian, a Debian-based Linux distribution for
download that was used in this project along with Python programming language that was

used for coding.

1.2.4 Python (Programming Language)
Python was created by Guido van Rossum in 1991. Python is an interpreted language
meaning that it is a type of programming language for which most of its implementations

execute instructions directly and freely, without



previously compiling a program into machine-language instructions. It is also a multi-
paradigm programming language to allow programmers to use the most suitable
programming style and associated constructs for a given job including object-oriented
programming as well as structured programming. Furthermore, Python is highly extensible
in which all its functionality is not built into its core. Its compact modularity has made it
popular as a means of adding programmable interfaces to existing applications. Python is a
high-level programming language. An interesting fact about the Python language is that it
often uses English keywords where other languages use punctuation. The code looks close
to the way human think. Additionally, the Python code is interpreted at runtime instead of
being compiled to native code at compile time. Finally, Python is a dynamically typed
language (meaning that one does not need to type variable type like string, Boolean or int)
in contrast to the statically typed languages such as C, C++ or Java. The above advantages
are at the cost of speed and performance. Regardless of the limitations of the Python, it is a
highly productive, concise and expressive language that requires less time, effort, and lines
of code to perform the same operations compared to the other programming languages.
The above program attributes translate to shorter process development times and financial
savings in the real world. Considering the above advantages, I chose Python as the coding
language of choice to manage the electronic instrumentations for this project including the

temperature and pressure sensors.

1.2.5 Electronic Instrumentations

Instrumentation is defined as the art and science of measurement and control of the
process variables within a production or manufacturing area such as pressure,
temperature, humidity, flow, pH, force, speed, etc. Instrumentation is an inter-disciplinary
branch of engineering involved with development of new and intelligent sensors, smart
transducers, microelectromechanical systems, and Bluetooth technology. Instrumentation
and control engineering have routs in both electrical and electronics engineering and deal
with measurement, automation, and control processes. Instrumentation and ultimately
automation play an important role in reducing the involvement of manpower thus

improving: the productivity, optimization, stability, reliability, safety, and continuity.



The applications of instrumentation and control engineering are vast including bio-med,
chemical, oil & gas, power and many more. The application of building and airport
automation is another area that instrumentation has a huge role in it. Also, Robotics is an
interesting field that requires multidisciplinary skills including instrumentation and
control. The temperature and pressure are the two types of sensors used in this project for

the collection of data. The collected data was analyzed using MATLAB.

1.2.6 Data Analysis Using the MATLAB Code
MATLAB is a high-performance language that integrates computation, visualization, and

programming in an easy-to-use environment developed by MathWorks. The typical uses of

the MATLAB include:

e Math and computation

e Algorithm development

e Modeling, simulation, and prototyping

o Data analysis, exploration, and visualization
e Scientific and engineering graphics

e Application development, including Graphical User Interface building

Since the basic data element in MATLAB is an array that does not require dimensioning, the
program is able to solve many technical computing problems in a fraction of time
compared to scalar noninteractive languages such as C or Fortran. The MATLAB system

consists of five main parts including:

e The MATLAB language

e The MATLAB working environment

e The MATLAB graphics handling

e The MATLAB mathematical function library

e The MATLAB Application Program Interface (API)

Furthermore, MATLAB is a multi-paradigm numerical computing environment that allows

matrix manipulations, plotting of functions/data, implementation of algorithms, creation of



user interfaces, and interfacing with programs written in other languages including C, C++,
C#, Java, Fortran and Python. In addition, it can support object-oriented programing
including classes, inheritance, visual dispatch, packages, pass-by-value semantics and pass-
by-reference semantics. The collected data from the various experimental runs in this
project are saved in the from of *.CSV files and consequently imported to MATLAB for
analysis taking advantage of MATLAB’s inherent and powerful analysis capabilities

outlined above.



Chapter 2. Detailed Description of the Current Status

The ground and water-source heat pump geo-exchange systems aim to improve the
limitations of the current air-source geo-exchange systems related to a drop in the
efficiency (when the ambient temperatures fluctuate around and below freezing) by
removing heat from quasi-constant temperature heat sources via ground or large bodies of
water. The high cost related to the installation and land/real estate values in high density
urban areas are the two main inhibiting factors for the wide adaptation and installation of
the ground and water-source heat pump geo-exchange systems with horizontal loop
collectors.

The focus of this project is to build on the previous years’ projects through the design of the

electronic instrumentation to simulate ground heat profile, data collection and analysis.

2.1 Problem Statement

The previous attempt at designing a multi-source system resulted in a working prototype
that does not lock out before the desired runtime and has a comparable COP to current
standard systems while simultaneously removing the need for expensive external heat
exchanger loops. However, the system lacks proper instrumentation for the collection of

key data points for the purpose of analysis and optimization.

2.2 Project Hypothesis

[t is expected that by using a mini computer and programming/coding in conjunction with
the usage of temperature and pressure sensors one should be able to achieve complete
instrumentation of the system. Furthermore, by using the MATLAB code the collected data

could be analyzed.

Chapter 3. Theoretical Background

The complete theoretical background for this project could be found and is covered in depth in

the previous years’ reports namely phases I & II.






Chapter 4. Detailed Project Activities and Equipment

4.1 List of EQuipment

The following electronic components were used for the design and assembly of this project:
¢ Breadboard

e ADC-MCP3008

The MCP3008 is a low cost 8-channel 10-bit analog to digital converter. The MCP3008
is programmable to provide four pseudo-differential input pairs or eight single-ended
inputs. Differential Nonlinearity (DNL) and Integral Nonlinearity (INL) are specified at +1
LSB. Communication with the devices is accomplished using a simple serial interface
compatible with the SPI protocol. The devices are capable of conversion rates of up to 200
ksps. The MCP3004/3008 devices operate over a broad voltage range (2.7V - 5.5V). Low-
current design permits operation with typical standby currents of only 5 nA and typical
active currents of 320 uA. The MCP3008 is offered in 16- pin PDIP and SOIC packages. The
functional block diagram of the MCP3008 is presented in Figure 4.1.

Vo Yss

CH7"la

Fr—— - — —

Figure 4.1 - Functional block diagram for MCP3008

This chip is a great option for reading simple analog signals, like from a temperature or

pressure sensor. Having 8 channels one can read quite a few analog signals from the Pi.

e DS18B20 temperature sensor(s)
DS18B20 is a digital temperature sensor. Digital temperature sensors are typically silicon
based integrated circuits. Most contain the temperature sensor, an analog to digital

converter (ADC), memory to temporarily store the temperature readings, and an interface
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that allows communication between the sensor and a microcontroller. Unlike analog
temperature sensors, calculations are performed by the sensor, and the output is an actual
temperature value. The digital sensors differ from analog thermistors in several important
ways. In thermistors, changes in the temperature cause changes in the resistance of a
ceramic or polymer semiconducting material. Usually, the thermistor is set up in a voltage
divider, and the voltage is measured between the thermistor and a known resistor. The
voltage measurement is converted to resistance and then converted to a temperature value
by the microcontroller [10]. Moreover, DS18B20 communicates with the “one-wire”
communication protocol. This is a serial communication protocol that uses only one wire to
transmit the temperature readings to the microcontroller. Under normal operations the
DS18B20 requires 3 wires for proper operation: the Vcc, ground, and data wires. (In the
parasite power mode, only the ground and data lines are used, and power is supplied
through the data line). Additionally, A 64-bit ROM stores the device’s unique serial code.
This 64-bit address allows a microcontroller to receive temperature data from a virtually
unlimited number of sensors at the same pin. The address tells the microcontroller which
sensor a temperature value is coming from. Finally, this sensor is waterproof, has a wide
working range of -55°C to 125°C relevant to this project, and cheap.
e Pressure transducer sender sensor for oil fuel air water,1/8"NPT thread stainless steel
(500PSI)
A linearity curve was established according to the following series of equations and using

laboratory experimental setup in which the out put was measured using a gauge:

Pressure Voltage (V)
(psi)

500 4.5

V=(P 0)( hild >+05V
B 500psi '

12



Voltage (V) | ADC (bits)

5 1023

1023bits

ADC:(V—O)( =

) + Obits

1023bits

ADC (V@0.5V) = (V — 0) ( =

) + Obits

ADC (V@0.5V) = 102.3 bits = 102 bits

ADC (V@4.5V) = 920.7 bits = 921 bits

ADC (bits) Pressure (psi)

102 0
921 500

P = (ADC 102)(500p5i>+0 ;
- 819bits) P

e (CanaKit Raspberry Pi 3 B+ (B Plus) Ultimate Starter Kit - 32 GB
e 15mm X4200mm 400W 120V KEENOVO Silicone Heater, Flexible Pipe Heating
Strip/Belt



4.2 Design Approach

The following section covers the steps that were taken to create the end design.

4.2.1 The Current Design

The following electrical drawing (Figure 4.2) describes the complete instrumentation of the

system.

Figure 2.2 - Electrical instrumentation of the device.

The following steps were taken in brief to achieve the above:

Step-1: The Pi was connected to the breadboard via the ribbon cable and the GPIO to breadboard

interface board as presented here (Figure 4.3).

Figure 4.3 - Pi to breadboard connection

14



Step-2: The multiple temperature sensors were connected in parallel in the “normal power mode”

(using a 4.7k resistor) from here-on known as “sensor-assembly”.

Step-3: The sensor-assembly was then connected to the Pi (in this case the GPIO to breadboard

interface board).
Step-4: The pressure transducers were connected through the ADC-MCP3008 to the Pi.
Step-5: Python was used to program/code the system and collect data (Appendix-A)

Step-6: The temperature sensors are/were distributed according to the following:

Sensor Location Sensor Location
#03159779f45a fin #03159779328b Tank wall 2
#0315977917a8 water #031197791b8b insulation
#03149779373a suction line #031197792d0b return air
#031597790418 supply line #03149779a32a supply air
#03159779876 Tank wall 1

Table 4.1 - Location/distribution of the temperature sensors

Step-7: The pressure sensors are/were distributed according to the following:

Sensor Location
pO Low Pressure Side
pl High Pressure Side

Table 4.2 - Location of the pressure sensors

Step-8: Heat belt and ground heat source simulation: The 400W heat belt was wrapped around
the tank at the height of 12” from the bottom of the tank as shown in Figure 4.4.

15




Figure 4.4 - Ground heat simulation using a 400W heat belt.

Step-9: 1.5” thick insulation panels (Table 4.3) were placed around the tank in order to separate

the tank physically from the laboratory environment at the 4-sides and the bottom (Figure 4.5).

Table 2.3 - Material properties of the insulation boards.

16



Figure 4.5 - Insulated tank

Step-10: The system was started and allowed to operate till the temperature of the water in the
tank was at about 4°C at which time the data collection and analysis were started either with the
heat belt “off” or the heat belt “on” to simulate the ground thermal energy until the complete

system lockout.

Step-11: The collected data was analyzed using the developed MATLAB code (Appendix-B)

17






Chapter 5. Discussion of results

5.1 Heat Pump COP vs. Time (Heat Belt Off & Heat Belt On)
The installation of the heat belt and the insulation of the tank had no effect on the COP of
the heat pump as evidence by the instrumentation. This COP value is an acceptable value

compared to what the heat pump was rated prior to incorporation into the system.

Heat Pump COP,  vs Time - Heat Belt Off
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Figure 5.1 - Heat Pump COP vs. Time (Heat Belt Off)
Heat Pump COP ,, vs Time - Heat Belt On
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Figure 5.2 - Heat Pump COP vs. Time (Heat Belt On)



5.2 Heat Transfer Rate vs. Time (Heat Belt Off & Heat Belt On)

The installation of the heat belt and the insulation of the tank had no effect on the heat
transfer rate as evidence by the instrumentation. Moreover, the results indicate that the
compressor efficiency is quite low. There is a much higher amount of electrical power put

into the system compared to the mechanical power.

Heat Transfer Rate vs Time - Heat Belt Off

. N

Heat Transfer Rate/Power Input. Q... Q.. WDot. , WDot..

Tirme, t [hr]

Figure 5.3 - Heat Transfer Rate vs. Time (Heat Belt Off)

Heat Transfer Rate vs Time - Heat Belt On
8
T T

Heat Transfer Rate/Power Input, Q,,, Q, , WDot, , WDot,,__, [kW]

Tirme,  [hr]

Figure 5.4 - Heat Transfer Rate vs. Time (Heat Belt On)
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5.3 Temperature vs. Time (Heat Belt Off & Heat Belt On)

The installation of the heat belt and the insulation of the tank for the purpose of ground
heat simulation increased the lockout time from ~22.5 hours to ~36.5 (14-hours increase)
indicating that the sensors that were installed are functioning correctly with acceptable

degree of accuracy.

Temperature vs Time - Heat Belt Off
&0
‘ T T

Temperature, T ['C]

Time, t [hr]

Figure 5.5 - Temperature vs. Time (Heat Belt off)

Temperature vs Time - Heat Belt On
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Figure 5.6 - Temperature vs. Time (Heat Belt On)

21






Chapter 6. Conclusion
The successful instrumentation of the device was achieved allowing for sensitively analysis
and additional data collection. This in turn allows for investigation and the optimization of

system parameters in the next phase of this project.

Additionally, the installation and insulation of a heat belt around the tank was completed.
The instrumentation and data analysis established that once the heat belt is on, the amount
of time required for the system to reach the lockout was extended. The governing
mathematical equation [8] for the simulation of the ground heat was established through
the literature search. It is now possible to proceed and simulate the ground heat for e.g. in

Vancouver B.C. and the system response.

For these reasons mentioned above, the project was a success. The project has room for
improvement and investigation specifically in the areas of optimization by using the

established instrumentation (phase-III) and CFD simulations (phase-IV to be conducted).
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Chapter 7. Lessons Learned

The main take home message from this project is that this is an interesting
multidisciplinary project where one can learn and expand on the basic knowledge of
electronics, instrumentation, programming, and thermodynamics among others. This is a
perfect opportunity for a group of students who would like to expand on their basic
knowledge of mechanical engineering and establish collaborative work possibly with

students and faculty at other institutions with strong research funding and capabilities.

During the phase-III of this project, I focused on the instrumentation and data analysis of
the system including the design, selection, programming, data collection, and finally the
analysis. While some time was dedicated to learning the ANSYS program (Discovery Live),
the recommendation would be to learn and use the ANSYS Fluent (student version) where
the software can be successfully installed without the need for a dedicated graphics card or

PC tower; therefore, allowing for more flexibility of resources and time.
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Appendix A - Programming Python Code

Get the readings from the
- temperature sensors via one-wire protocol
- pressure sensors via spi protocol and ADC
- save that data into a CSV file with a timestamp

import time;
from wlthermsensor import W1ThermSensor;

# Import SPI library (for hardware SPI) and MCP3008 library.
import Adafruit_GPIO.SPI as SPI
import Adafruit MCP3008

ERROR_CODE =-999;

# Hardware SPI configuration:

SPI_PORT =0;

SPI_DEVICE = 0;

adc = Adafruit_ MCP3008.MCP3008(spi=SPL.SpiDev(SPI_PORT, SPI_DEVICE));

# List of all temperature sensors' ids

temp_ids =
('031197791b8b','0315977917a8','03149779373a','03159779f876','031597790418','031
59779f45a','031197792d0b','03159779328b','03149779a32a");
#03159779f45a fin

#0315977917a8 water

#03149779373a suction line

#031597790418 supply line

#03159779f876 Tank wall 1

#03159779328b Tank wall 2

#031197791b8b insulation

#031197792d0b return air

#03149779a32a supply air

# Init the temperature sensors objects
def GetTempSensors(sensor_ids):
tempSensors = [];

# 1-Wire Temperature Sensor Config

for sensor_id_ in sensor_ids:
tempSensor = W1ThermSensor(sensor_id=sensor_id_);
tempSensors.append(tempSensor);

return tempSensors;
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# Get the ADC values from the converter (from 0 to 1023)
def GetADC(adc):
# Read all 8 ADC channels and put values in a list.
values = [0]*8;
foriin range(8):
# Make sure the SPI connection is established
try:
# The read_adc function will get the value of the specified channel (0-7).
values(i] = adc.read_adc(i);

if values[i] == 0: raise; # If reading zero, that is also a problem in our application
except:
values[i] = ERROR_CODE;
pass;
return values;

# Get the pressure in PSI readings from the adc sensors
def GetPressure(adc_v0, adc_v1):
# Scaling linearly the ADC values to Pressure values
p0 = round((adc_v0 - 102) * (500/819) + 0);
pl =round((adc_vl - 102) * (500/819) + 0);

# Check for errors
ifadc_v0 == ERROR_CODE: p0 = ERROR_CODE;
ifadc_vl == ERROR_CODE: p1 = ERROR_CODE;

return p0, p1;

# Get the temperature readings in deg C from all the sensors
def GetTemperature(tempSensors):
temperatures = [];
for tempSensor in tempSensors:
# Get the readings and make sure the sensor is working properly
try:
t = tempSensor.get_temperature();
t =round(t,3);
pass;

# Otherwise the reading is -999

except:
t = ERROR_CODE;
pass;

temperatures.append(t);
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pass;
return temperatures

# Init the temperature sensors
tempSensors = GetTempSensors(temp_ids);

while 1:
# Get adc Values from adc from the ADC Pressure sensor
adc_values = GetADC(adc);

# Get the Pressure values from the adcCode
p0, p1 = GetPressure(adc_values[0],adc_values[1]);

# Get the Temperature values in deg C
t0, t1, t2, t3, t4, t5, t6, t7, t8 = GetTemperature(tempSensors);

# Get the time stamp
time_stamp = time.strftime("%x") +', + time.strftime("%X")

# combine the readings into single line of CSV

line = time_stamp +"," + str(p0) +"," + str(p1) +"," + str(t0) + "," + str(t1) +"," +
str(t2) +"," +str(t3) +"," + str(t4) +"," + str(t5) + "," + str(t6) + "," + str(t7) +"," + str(t8) +
l\nl;

# Output the readings to the CSV file in append mode
with open('/home/pi/Desktop/Readings.csv’, 'a') as filel:
filel.write(line);

print(line, end=");
pass;
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Appendix B - Programming MATLAB Code

%% % %% % %% % %% %% Capstone Project - Heat Transfer Calculations

%% % % % % % % % % % % %% %

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % Background
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

% Using data collected from sensors connected to a retrofitted heat pump,

% Climate Master model number TCHO12AGD40CLSS,the heat transfer rates of
% the indoor and outdoor coils will be calculated as well as the COP of the

% the heat pump.

%

%% % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions

%% % % % % % % % % % % % % % % % % % % % % % % % % % %

% A := Total area of flat panel heat exchanger [m”"2]

% COP_HP := Coefficient of performance of the heat pump in heating mode

% Cp := Average specific heat of dry air between -10C to 50C [J/kg*K]

% dt := Timestep [s]

% E := Voltage potential accross compressor windings [V]

% H := Height of flat panel heat exchanger [m]

% h_H20 := Heat transfer coefficient for flat panel heat exchanger [W/(m"2*K]
% I := Current draw from compressor [A]

% mDotAir := Mass flow rate of air [kg/s]

% pLow := Recorded absolute pressure on the low side of the heat pump [kPa]
% pHigh := Recorded absolute pressure on the high side of the heat pump [kPa]
% rhoAir := Density of air at Standard Air Condiditions [kg/m" 3]

% S := Entropy of refrigerant at a given point [k]/(kg*K)]

% T_HZ20 := Recorded temperature of the water in the tank [K]

% T_HX := Recorded temperature of the heat exchanger [K]

% T_Liquid := Recorded temperature of refrigerant on the liquid line [K]

% T_Suction := Recorded temperature of refrigerant on the suction line [K]

% T_Tank1 := Recorded temperature of tank wall at location 1 [K]

% T_Tank2 := Recorded temperature of tank wall at location 2 [K]

% T_Ins := Recorded temperature at midpoint of insulation [K]

% T_ReturnAir := Recorded temperature of return air [K]

% T_SupplyAir := Recorded temperature of supply air [K]

% VDot := SCFM of measurement from balometer converted to metric [m”"3/s]
% W := Width of flat panel heat exchanger [m]

% WDotIn:= Power draw from the compressor [kW]

% X := Quality of the refrigerant at a given point

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Declarations
%% % % % % % % % % % % % % % % % % % % % % % % % %

clear; % Clears workspace

clc; % Clears command window

format long
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CpAvg = 1005;
dt=8;

E = 240;
[=6.04;

H =26*0.0254;
rhoAir = 1.225;
S=0;

W =25*%0.0254;
X=0;

A = 2*H*W;
VDot = 590*0.0283168/60;
WDotIn = E*I/1000;

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code

%% % % % % % % % % % % % % % % % %0 % % % % % % % % % % % % % % % % % %

% Retrieve collected data from CSV file and assign to variables
[m,pLow,pHigh,T_H20,T_HX,T_Ins,T_Liquid,T_Discharge,T_Suction,T_c,T_Tank1,T_Tank2] =
getData('HeatBeltOff.csv');

% Retrieve data from spreadsheet containing saturated thermodynamic

% properties of Suva R410A refrigerant throughout its working pressure
[mTDPSat,nTDPSat,TDPSat]| = getTable('Thermodynamic Table for Saturated
R410AxlIsx',1);

% Retrieve data from spreadsheet containing superheated thermodynamic

% properties of Suva R410A refrigerant throughout its working pressure
[MTDPSup,nTDPSup, TDPSup] = getTable('Thermodynamic Table for Superheated
R410AxlIsx',2);

tMax = m*dt-1;
t=(0:dt/3600:tMax/3600)";

% Calculate the enthalpy of the refrigerant at four points of interest
[h1,h2,h3,h4,mDot,WDot] =
calculateParameters(m,mTDPSat,mTDPSup,nTDPSup,pLow,pHigh,TDPSat,TDPSup,T_Liqui
d,T_Discharge,T_Suction,T_c);

% Calculate the COP, mass flow rate, and heat transfer rate across both

% heat exchangers of the heat pump

[COP_HP,h_H20,QDotL,QDotH,WDotM] =
calculatePerformance(A,h1,h2,h3,h4,m,mDot,pLow,pHigh,T_HX,T_H20,WDot);

% Plot graphs of heat pump heat transfer rate, compressor power input,
% coefficient of performance, and heat transfer coefficient for flat panel
% heat exchanger
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pl

fu

otResults(COP_HP,h_H20,QDotL,QDotH,t, WDot,WDotM);

nction [h1,h2,h3,h4,mDot,WDot] =

calculateParameters(m,mTDPSat,mTDPSup,nTDPSup,pLow,pHigh, TDPSat, TDPSup,T_Liqui
d,T_Discharge,T_Suction,T_c)

%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%
%

calculateParameters finds and returns the parameters of interest for
analyzing the performance of a heat pump
Uses the saturated and superheated thermodynamic properties tables for
R410 refrigerant to find the enthalpies of the refrigerant at four
different locations on the heat pump

%% % % % % % % % % % % % % % % % % % % % % % % % Variable Definitions

%% % % % % % % % % % % % % % % % % % % % % % % % %
h1 := Enthalpy of refrigerant at the suction line
h2 := Enthalpy of refrigerant at the discharge line
h3 := Enthalpy of refrigerant at indoor HX coil outlet
h4 := Enthalpy of refrigerant at the liquid line
m := Number of rows in the data collection file for the heat pump
mTDPSat := Number of rows in the saturated thermodynamic properties table
mTDPSup := Number of rows in the superheated thermodynamic properties table
nTDPSup := Number of columns in the superheated thermodynamic properties table
TDP := Array of saturated thermodynamic properties for R410A
pLow := Recorded absolute pressure on the low side of the heat pump [kPa]
pHigh := Recorded absolute pressure on the high side of the heat pump [kPa]
S := Entropy of refrigerant at a given point [k]/(kg*K)]
T_Liquid := Recorded temperature of refrigerant on the liquid line [K]
T_Suction := Recorded temperature of refrigerant on the suction line [K]
T_ReturnAir := Recorded temperature of return air [K]
T_SupplyAir := Recorded temperature of supply air [K]
WDot:= Vector of size m of power draw from compressor [KW]
WDotIn:= Power draw from compressor [KW]
X := Quality of refrigerant at a given point

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

h1 = zeros(m,1);
h2 = zeros(m,1);
h3 = zeros(m,1);
h4 = zeros(m,1);
mDot = zeros(m,1);
WDot = zeros(m,1);

fori=1:m
if(isSystemRunning(pLow(i),pHigh(i))) % Determine if compressor is ON
% Determine if refrigerant is saturated or superheated
if(isSaturatedVapour(pHigh(i),T_Discharge(i), TDPSat,mTDPSat))
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h2(i) = getSaturatedVapourEnthalpy(T_Discharge(i),TDPSat,mTDPSat);
S = getSaturatedVapourEntropy(T_Discharge(i),TDPSat,mTDPSat);
X = getQuality(S,T_Suction(i),TDPSat,mTDPSat);
h1(i) = getSaturatedEnthalpy(T_Suction(i), TDPSat,mTDPSat,X);
else % Refrigerant is superheated
h2(i) = getVapourEnthalpy(pHigh(i),T_Discharge(i), TDPSup,mTDPSup,nTDPSup);
S = getVapourEntropy(pHigh(i),T_Discharge(i), TDPSup,mTDPSup,nTDPSup);
% Determine if refrigerant on low pressure side is saturated or superheated
if(isSaturatedVapour(pHigh(i),T_Discharge(i),TDPSat,mTDPSat))
X = getQuality(S,T_Suction(i),TDPSat,mTDPSat);
h1(i) = getSaturatedEnthalpy(T_Suction(i), TDPSat,mTDPSat,X);
else % Refrigerant on low pressure side is superheated
h1(i) = getVapourEnthalpy(pLow(i),T_Suction(i),TDPSup,mTDPSup,nTDPSup);
end
end
h3(i) = getSaturatedLiquidEnthalpy(T_c(i), TDPSat,mTDPSat);
S = getSaturatedLiquidEntropy(T_c(i), TDPSat,mTDPSat);
X = getQuality(S,T_Liquid(i),TDPSat,mTDPSat);
h4(i) = getSaturatedEnthalpy(T_Liquid(i), TDPSat,mTDPSat,X);
% Finds the mass flow rate of the refrigerant
mDot(i) = getMassFlowRate(T_Discharge(i)-273.15,T_Suction(i)-273.15);
WDot(i) = getCompressorPower(T_Discharge(i)-273.15,T_Suction(i)-273.15);
end
end
end

function [COP_HP,h_H20,QDotL,QDotH,WDotM] =
calculatePerformance(A,h1,h2,h3,h4,m,mDot,pLow,pHigh,T_HX,T_H20,WDot)
%calculatePerformance finds and returns the parameters of the performance
%of a heat pump

% Uses the the calculated enthalpies of the refrigerant at four

% different locations on the heat pump to calculate the COP,the mass flow

% rate,and heat transfer rate across both heat exchangers of the heat

% pump

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% A :=Total area of flat panel heat exchanger [m"2]

% COP_HP := Coefficient of Performance of the heat pump in heating mode
% h1 :=Enthalpy of refrigerant at the suction line

% h2 := Enthalpy of refrigerant at the discharge line

% h3 := Enthalpy of refrigerant at indoor HX coil outlet

% h4 := Enthalpy of refrigerant at the liquid line

% h_H20 := Heat transfer coefficient for flat panel heat exchanger [W/(m”"2*K]
% QDotL := Heat transfer rate across outdoor coil [kW]

% QDotH := Heat transfer rate across indoor coil [kW]

33



% T_H20 := Recorded temperature of the water in the tank [K]

% T_HX:= Recorded temperature of the heat exchanger [K]

% WDot :=Vector of size m of power draw from compressor [kKW]

% WDotln := Power draw from compressor [kW]

% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

COP_HP =zeros(m,1);
h_H20 = zeros(m,1);
QDotL = zeros(m,1);
QDotH = zeros(m,1);
WDotM = zeros(m,1);

fori=1:m
if(isSystemRunning(pLow(i),pHigh(i))) % Determine if compressor is ON
QDotL(i) = mDot(i).*(h1(i)-h4(i)); % Find heat transfer rate for outdoor coil
QDotH (i) = mDot(i).*(h2(i)-h3(i)); % Find heat transfer rate for indoor coil
WDotM(i) = QDotH(i)-QDotL(i);
if (WDotM(i) < 0)
WDotM(i) = 0;
end
h_H20(i) = QDotL(i)./(A*(T_HX(i)-T_H20(i)));
COP_HP(i) = QDotH(i)/WDot(i); % Find COP of heat pump
end
end
end

function [WDot] = getCompressorPower(Tc,Te)

%getCompressorPower returns the compressor power draw for the heat pump
% Uses manufacturer's specification sheet to calculate the compressor

% power draw for a Tecumseh OEM model No. HG143AR-502-A4

%

%% % % % % % % % % % % % % % % % % % % % %% % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% C1-C10 := Compressor constants for calculations

% m := Number of rows in the data collection file for the heat pump

% Tc:=Recorded temperature of refrigerant at the condensing coil [K]

% Te := Recorded temperature of refrigerant at the evaporator coil [K]

% WDot :=Power draw from the compressor [kW]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

C1=1.706937E+02;
C2=-1.120174E+01;
C3 =2.713094E+01;
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C4 =-1.577200E+00;
C5=4.790266E-01;
C6 =-3.773444E-01;
C7 = 5.309486E-02;
C8 =5.289560E-03;
C9=-1.120708E-03;
C10 = 3.439925E-03;

WDot =

C1+C2*Te+C4*Te"2+C7*Te 3+(C3+C5*Te+C8*Te2)*Tc+(C6+C9*Te)*Tc 2+C10*Tc"3;
WDot = WDot/1000; % Converts to kW

End

function
[m,pLow,pHigh,T_H20,T_HX,T_Ins,T_Liquid,T_Discharge,T_Suction,T_c,T_Tank1,T_Tank2] =
getData(FileName)

%getData returns data from a CSV file

% Uses the given file name to retrieve and format a CSV file and return

% it with the specific columns of interest as variables

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% FileName := The name under which the file of interest is saved under
% m := Number of rows of the given m x n matrix

% pLow := Pressure of refrigerant on low side [kPaA]

% pHigh := Pressure of refrigerant on high side [kPaA];

% T_HZ20 := Recorded temperature of water in tank [K]

% T_HX:= Recorded temperature of heat exchanger [K]

% T_Ins := Recorded temperature at midpoint of insulation [K]

% T_Liquid := Recorded temperature of refrigerant on liquid line [K]

% T_ReturnAir := Recorded temperature of return air [K]

% T_Suction := Recorded temperature of refrigerant on suction line [K]

% T_SupplyAir := Recorded temperature of supply air [K]

% T_Tankl := Recorded temperature of tank wall at location 1 [K]

% T_Tank2 := Recorded temperature of tank wall at location 2 [K]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

Table = readtable(FileName);

[m,~] = size(tableZarray(Table(:,1)));

pLow = tableZarray(Table(:,3))*6.89476+101.325;
pHigh = table2array(Table(:,4))*6.89476+101.325;
T_Ins = tableZarray(Table(:,5))+273.15;

T_H20 = table2array(Table(:,6))+273.15;
T_Suction = table2array(Table(:,7))+273.15;
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T_Tank1 = table2array(Table(:,8))+273.15;
T_Liquid = table2array(Table(:,9))+273.15;
T_HX = table2array(Table(:,10))+273.15;
T_Discharge = table2array(Table(:,11))+273.15;
T_Tank?2 = table2array(Table(:,12))+273.15;
T_c = table2array(Table(:,13))+273.15;

End

function [mDot] = getMassFlowRate(Tc,Te)

%getMassFlowRate returns the refrigerant mass flow rate of the heat pump
% Uses manufacturer's specification sheet to calculate the refrigerant

% mass flow rate for a Tecumseh OEM model No. HG143AR-502-A4

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% m := Number of rows in the data collection file for the heat pump

% mDot := Mass flow rate of refrigerant [kg/s]

% Tc:=Recorded temperature of refrigerant at the condensing coil [K]

% Te := Recorded temperature of refrigerant at the evaporator coil [K]

% C1-C10 := Compressor constants for calculations

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

C1=1.734147E+02;
C2 =-8.440538E-01;
C3=-1.018925E+00;
C4 =-7.335037E-02;
C5=2.260299E-01;

C6 =-1.363841E-02;
C7 = 5.538000E-04;

C8 =4.559198E-03;

C9 =-2.795898E-03;
C10 = 2.005282E-04;

mDot =
C1+C2*Te+C4*Te”2+C7*Te”3+(C3+C5*Te+C8*Te”2)*Tc+(C6+C9*Te)*Tc 2+C10*Tc"3;
mDot = mDot/(2.20462*3600); % Convert to kg/s from Ib/hr
end

function [X] = getQuality(S,T,TDP,m)

%getQuality returns the quality of the refrigerant in the saturated region

% Uses thermodynamic tabular data for Saturated R410A to find the quality
% of the saturated refrigerant for a given temperature and entropy equal

% to that of the high pressure side of the regfrigeration cycle

%
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%% % % % % % % % % % % % % % % % % % % % %% % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% m := Number of rows in TDP

% T :=Temperature of refrigerant [K]

% TDP := Array of saturated thermodynamic properties for R410A

% S := Entropy of higher pressure refrigerant [Kk]/(kg*K)]

% X :=The quality of the refrigerant

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

i=1;
T =T-273.15; % Convert to degrees Celsius

while(T >=TDP(j,1) && i <=m)
i=i+1;

end

i=i-1;

% Single linear interpolations

Sf=((TDP(i+1,11)-TDP(i,11))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,11);

Sg = ((TDP(i+1,12)-TDP(i,12))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,12);
. ﬁ = (S-Sf)/(Sg-5f);

n

function [Hf] = getSaturatedLiquidEnthalpy(T,TDP,m)
%getSaturatedLiquidEnthalpy returns the enthalpy of the refrigerant at the
%saturated liquid state

% Uses thermodynamic tabular data for Saturated R410A to find the value
% of the liquid saturation enthalpy for a given temperature

%

% % % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% Hf := Enthalpy of saturated liquid refrigerant [k]/kg]

% m := Number of rows in TDP

% T := Temperature of refrigerant [K]

% TDP := Array of saturated thermodynamic properties for R410A

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

i=1;
T =T-273.15; % Convert to degrees Celsius

while(T >= TDP(i,1) && i <= m)
i=i+1;
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end
i=i-1;

% Single linear interpolation
Hf = ((TDP(i+1,8)-TDP(i,8))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,8);
end

function [Sf] = getSaturatedLiquidEntropy(T,TDP,m)
%getSaturatedLiquidEntropy returns the entropy of the refrigerant at the
%saturated liquid state

% Uses thermodynamic tabular data for Saturated R410A to find the value
% of the liquid saturation entropy for a given temperature

%

% % % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% m := Number of rows in TDP

% T :=Temperature of refrigerant [K]

% TDP := Array of saturated thermodynamic properties for R410A

% Sf:= Entropy of saturated liquid refrigerant [k]/(kg*K)]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

i=1;
T =T-273.15; % Convert to degrees Celsius

while(T >=TDP(j,1) && i <=m)
i=i+1;

end

i=i-1;

% Single linear interpolation
Sf=((TDP(i+1,11)-TDP(i,11))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,11);
end

function [Hg] = getSaturatedVapourEnthalpy(T,TDP,m)
%getSaturatedVapourEnthalpy returns the enthalpy of the refrigerant at the
%saturated vapour state

% Uses thermodynamic tabular data for Saturated R410A to find the value
% of the vapour saturation enthalpy for a given temperature

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
% % % % % % % % % % % % % % % % % % % % % % % % % % %

% Hg := Enthalpy of saturated vapour refrigerant [k]/kg]

% m := Number of rows in TDP

% T :=Temperature of refrigerant [K]



% TDP := Array of saturated thermodynamic properties for R410A

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

i=1;
T =T-273.15; % Convert to degrees Celsius

while(T >=TDP(j,1) && i <=m)
i=i+1;

end

i=i-1;

% Single linear interpolation
Hg = ((TDP(i+1,10)-TDP(i,10))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,10);
end

function [Sg] = getSaturatedVapourEntropy(T,TDP,m)
%getSaturatedVapourEntropy returns the entropy of the refrigerant at the
%saturated vapour state

% Uses thermodynamic tabular data for Saturated R410A to find the value
% of the vapour saturation entropy for a given temperature

%

% % % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% m := Number of rows in TDP

% T :=Temperature of refrigerant [K]

% TDP := Array of saturated thermodynamic properties for R410A

% Sg:= Entropy of saturated vapour refrigerant [k]/(kg*K)]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

i=1;
T =T-273.15; % Convert to degrees Celsius

while(T >=TDP(j,1) && i <=m)
i=i+1;
end
i=i-1;
% Single linear interpolation
Sg = ((TDP(i+1,12)-TDP(i,12))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,12);
End

function [m,n,Table] = getTable(FileName,num)
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%getTable returns data from a excel spreadsheet

% Uses the given file name to retrieve and format an excel spreadsheet

% file and returns it as an array of size m x n

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % %

% Data := A MatLab table file from the retrieved data

% FileName := The name under which the file of interest is saved under
% m := Number of rows of the given m x n matrix

% n := Number of columns of the given m x n matrix

% num := An integer used to determine what section of the file is of

% interest and should be retrieved

% Table := An m x n array containing the tabular data of interest

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

if(num == 1)
Data = readtable(FileName, Range','A3:1.173",'ReadVariableNames' false);
[m,n] = size(tableZarray(Data(:,1))); % Number of rows of m x n matrix
Table = tableZarray(Data(:,:));

else
Data = readtable(FileName,'ReadVariableNames' false);
[m,n] = size(table2array(Data)); % Number of rows of m x n matrix
Table = table2array(Data(:,:));

end

end

function [Hv] = getVapourEnthalpy(P,T,TDP,m,n)

%getVapourEnthalpy - Returns vapour enthalpy of the refrigerant for a given
%temperature, and pressure

% Uses thermodynamic tabular data for superheated R410A to find the value
% of the vapour enthalpy for a given temperature and pressure

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% Hv := Enthalpy of superheated vapour refrigerant [k]/kg]

% m := Number of rows in TDP

% p :=Pressure of refrigerant [kPaA]

% T := Temperature of refrigerant [K]

% TDP := Array of superheated thermodynamic properties for R410A

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %
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Href =141.1;
i=1;
j=2;

P =P*0.14504; % Convert to PSIA
T =T*1.8+32-459.67; % Convert to degrees Fahrenheit

while(T >=TDP(j,1) && i <=m)
i=i+1;

end

i=i-1;

function [Sv] = getVapourEntropy(p,T,TDP,m,n)

%getVapourEntropy - Returns vapour entropy of the refrigerant for a given
%temperature, and pressure

% Uses thermodynamic tabular data for superheated R410A to find the value
% of the vapour entropy for a given temperature and pressure

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% m := Number of rows in TDP

% p :=Pressure of refrigerant [kPaA]

% T := Temperature of refrigerant [K]

% TDP := Array of superheated thermodynamic properties for R410A

% Sv := Entropy of superheated vapour refrigerant [Kk]/(kg*K)]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

i=1;
j=2
Sref = 0.7666;

p =p*0.14504; % Convert to PSIA
T =T*1.8+32-459.67; % Convert to degrees Fahrenheit

while(T >=TDP(j,1) && i <=m)
i=i+1;

end

i=i-1;

while(p >= TDP(1,j) &&j <=n)
j=j+3;

end

j=j-3;
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% Double linear interpolation

SvLow = ((TDP(i+1,j+2)-TDP(i,j+2))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,j+2);
SvHigh = ((TDP(i+1,j+5)-TDP(i,j+5))/(TDP(i+1,1)-TDP(i,1)))*(T-TDP(i,1))+TDP(i,j+5);
Sv = ((SvHigh-SvLow)/(TDP(1,j+5)-TDP(1,j+5))*(p-TDP(1,j+1))+SvLow)/0.23901+Sref;

End

function [bool] = isSaturatedVapour(p,T,TDP,m)

%isSaturatedVapour returns true if refrigerant is saturated and false
%otherwise

% Uses thermodynamic tabular data for Saturated R410A to find out whether
% the refrigerant is saturated or superheated fo a given temperature and
% pressure

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
%% % % % % % % % % % % % % % % % % % % % % % % % % %

% Hg := Enthalpy of saturated vapour refrigerant [k]/kg]

% m := Number of rows in TDP

% p :=Pressure of refrigerant [kPaA]

% T := Temperature of refrigerant [K]

% TDP := Array of saturated thermodynamic properties for R410A

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

TOL =50;
bool = false;
i=1;

T =T-273.15; % Convert to degrees Celsius

while(T >=TDP(j,1) && i <=m)
i=i+1;

end

i=i-1;

function [bool] = isSystemRunning(pLow,pHigh)

%isSystemRunning returns true if the heat pump is ON or false if OFF

% Compares the refrigerant pressures on the low and high side of heat

% pump and if they are within a certain tolerance, returns false

% (compressor is OFF), otherwise returns true

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions
% % % % % % % % % % % % % % % % % % % % % % % % % % %

% pLow := Pressure of refrigerant on low side [kPaA]
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% pHigh := Pressure of refrigerant on high side [kPaA]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code
%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

TOL =100;

if(abs(pHigh - pLow) <=TOL)
bool = false;
else
bool = true;
end
end
load('COPHPBeltOff.mat")
load('COPHPBeltOn.mat")
load('mDotBeltOff.mat")
load('mDotBeltOn.mat")
load('QDotHBeltOff.mat")
load('QDotHBeltOn.mat")
load('QDotLBeltOff.mat")
load('QDotLBeltOn.mat")
load('T_H20BeltOff.mat")
load("T_H20BeltOn.mat")
load('T_Tank1BeltOff.mat")
load('T_Tank1BeltOn.mat")
load('T_Tank1BeltOn.mat")

C=273.15;
% beta=@(T) ((-32.74-(-68.5))/(275-273.15))*(T-273.15)-68.5;
dt=8;
% g=9.81;
% TOL = le-4;
% k2=14.9;
% L2=3/16;
% kf=@(T) ((574e-3-569e-3)/(275-273.15))*(T-273.15)+569e-3;
% nu=@(T) (((1652e-6-1750e-6)/(275-273.15))*(T-273.15)+1750e-6)/1000;
% Pr=@(T) ((12.22-12.99)/(275-273.15))*(T-273.15)+12.99;
[m1,~] = size(COP_HP);
[m2,~] = size(COP_HPOn);
tMax1 = m1*dt-1;
tMax2 = m2*dt-1;
t1 = (0:dt/3600:tMax1/3600)’;
t2 = (0:dt/3600:tMax2/3600)";
i1 =2806;
i2=530;
tl =t1(i1:m1)-t1(i1);
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%
%
%
%

%
%
%

t2 =t2(i2:m2)-t2(i2);

COP_HP = COP_HP(i1:m1);
COP_HPOn = COP_HPOn(i2:m2);
mDot = mDot(il:m1);

mDotOn = mDotOn(i2:m2);

QDotH = QDotH(i1:m1);

QDotHOn = QDotHOn(i2:m2);

QDotL = QDotL(i1:m1);

QDotLOn = QDotLOn(i2:m2);
T_H20=T_H20(i1:m1)-273.15;
T_H200n = T_H200n(i2:m2)-273.15;
T_Tankl = T_Tank1(i1:m1)-273.15;
T_Tank1On = T_Tank10On(i2:m2)-273.15;

Gr_L =@(beta,nu,T_s,T_inf) g*beta*(T_s-T_inf)/(nu”2);

gPr=@(Pr) 0.75*Pr”*(1/2)/((0.609+1.221*Pr"(1/2)+1.238*Pr)*(1/4));
T_s=T_Tank1(1)+1;

T S=0;

fori=2:m
while( abs(T_S-T_s) > TOL)
T_S =T_Tank1-(4/3)*(L2/k2)*(T_s-

T_H20(i))*(Gr_L(beta(T_H20(i)),nu(T_H20(i)),T_s, T_H20(i))/4) (1/4)*gPr(Pr(T_H20(i)));

%
%

end
end

figure

plot(t1,T_H20,t1,T_Tank1,t2,T_H200n,t2,T_Tank10n);

title('Temperature vs Time");

xlabel('Time, t [hr]','fontweight’,'bold");

ylabel("Temperature, T [°C]','fontweight’,'bold");

legend('T_H_2_O - Heat Belt Off','T_T_a_n_k - Heat Belt Off','T_H_2_O - Heat Belt

On','T_T_a_n_k - Heat Belt On");

grid on;

figure

plot(t1,QDotL,t2,QDotLOn);

title('Heat Transfer Rate vs Time - Heat Belt On');
xlabel('Time, t [hr]','fontweight’,'bold");

ylabel('Heat Transfer Rate, Q_L [kW]','fontweight’,'bold");

legend('Evap Coil Heat Transfer Rate - Heat Belt Off','Evap Coil Heat Transfer Rate - Heat
Belt On');

grid on;

figure
plot(t1,COP_HP,t2,COP_HPOn);
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title('Heat Pump COP_H_P vs Time - Heat Belt On');

xlabel('Time, t [hr]','fontweight’,'bold");

ylabel('Heat Pump Coefficient of Performance, COP_H_P','fontweight’,'bold");
legend('COP_H_P - Heat Belt Off',"COP_H_P - Heat Belt On');

grid on;

function [] =

plotResults(COP_HP,h_H20,m,QDotL,QDotH,t, T_H20,T_HX,T_Liquid, T_Suction,T_Discharge,
T_c,WDot,WDotM)

%plotResults plots various parameters of interest

% Plots heat pump performance parameters and formats plots

%

%% % % % % % % % % % % % % % % % % % % % % % % %% Variable Definitions

%% % % % % % % % % % % % % % % % % % % % % % % % % %

% COP_HP := Coefficient of Performance of the heat pump in heating mode

% h_H20 := Heat transfer coefficient for flat panel heat exchanger [W/(m”"2*K]
% QDotL := Heat transfer rate across outdoor coil [kW]

% QDotH := Heat transfer rate across indoor coil [kW]

% t:=Vector of timesteps [s]

% WDot :=Vector of size m of power draw from compressor [kW]

%

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % Code

%% % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % % %

C=273.15;
i=1;
tCF = t(i);

figure

plot(t(i:m)-tCF,T_H20(i:m)-C,t(i:m)-tCF,T_HX(i:m)-C,t(i:m)-tCF,T_Liquid(i:m)-C,t(i:m)-
tCF,T_Suction(i:m)-C,t(i:m)-tCF,T_Discharge(i:m)-C,t(i:m)-tCF,T_c(i:m)-C);

title('Temperature vs Time - Heat Belt On');

xlabel('Time, t [hr]','fontweight’,'bold");

ylabel("Temperature, T [°C]','fontweight’,'bold");

ns.e.r');
grid on;

figure

plot(t(i:m)-tCF,QDotH(i:m),t(i:m)-tCF,QDotL(i:m),t(i:m)-tCF,WDot(i:m),t(i:m)-
tCF,WDotM(i:m));

title('Heat Transfer Rate vs Time - Heat Belt On');

xlabel('Time, t [hr]','fontweight’,'bold");

ylabel('Heat Transfer Rate/Power Input, Q_H, Q_L, WDot_i_n, WDot_M_e_c_h
[KW]','fontweight’,'bold');
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legend('Condensing Coil Heat Transfer Rate','Evap Coil Heat Transfer Rate','Compressor
Electrical Load','Compressor Mechanical Load');
grid on;

figure

plot(t(i:m)-tCF,COP_HP(i:m));

title('Heat Pump COP_H_P vs Time - Heat Belt On');

xlabel('Time, t [hr]','fontweight’,'bold");

ylabel('Heat Pump Coefficient of Performance, COP_H_P','fontweight’,'bold");
legend('COP_H_P');

grid on;

figure
plot(t(i:m)-tCF,h_H20(i:m));
title('Heat Exchanger Convective Heat Transfer Coefficient vs Time - Heat Belt On');
xlabel('Time, t [hr]','fontweight’,'bold");
ylabel('Convective Heat Transfer Coefficient, h_H_2_0 [kW/m”"2K]','fontweight’,'bold");
legend('h_H_2_0");
grid on;
end
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Appendix C - Data Sheet for Tranquility Compact (TC) Series
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Appendix D - R410A Thermodynamic Properties
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